Exercises – ES2015 – ES2016

# Lab 1 – SET UP

## Install Browser

Install the Google Chrome Browser (recommended) on your machine (if not already there) and make it your default browser.

Proceed to Step 2 if you do not plan to use Visual Studio 2015 Update 1 or to Step 3 if you are going to use it.

## Without Visual Studio 2015 Update 1 – Install Node, Gulp, Babel

<https://travismaynard.com/writing/getting-started-with-gulp>

### Install Node

Visit [http://nodejs.org](http://nodejs.org/) and select the “Download” button for the latest stable available version.

Once your download completes, run that application

### Create Your Project Directory and initialize node

Create your project directory

Open the command prompt and navigate to your project directory

For example:  
cd \

md myproject

cd \myproject

Run npm command to initialize the package.json file

npm init

This will prompt you to answer a few small questions regarding your project. Accept the default values if you are unsure about what to answer.  
Once completed it will create a package.json file in the project's root directory which will contain information about the project and help manage dependencies.

### Install gulp

In your command-line application, type:

npm install -g gulp

Install gulp locally

npm install --save-dev gulp

### Set Up Your Gulpfile and Babel

Install Required Plugins  
In your command-line application, type:

npm install gulp-concat gulp-dest gulp-babel babel-core babel-polyfill babel-preset-es2015 rimraf --save-dev

Create gulpfile  
In the root directory of your project create a new file and name it gulpfile.js and paste the following code inside.

"use strict";

var gulp = require("gulp"),

rimraf = require("rimraf"),

dest = require('gulp-dest'),

babel = require("gulp-babel");

var paths = {

webroot: "./wwwroot/"

};

paths.js = paths.webroot + "js/\*\*/\*.js";

paths.minJs = paths.webroot + "js/\*\*/\*.min.js";

gulp.task(**"clean"**, function (cb) {

rimraf(paths.minJs, cb);

});

gulp.task(**"min"**, function () {

return gulp.src([paths.js, "!" + paths.minJs], { base: "." })

.pipe(babel())

.pipe(dest('.', { ext: '.min.js' }))

.pipe(gulp.dest('./'));

});

gulp.task(**'watch'**, function () {

gulp.watch('js/\*.js', ['min']);

});

// Default Task

gulp.task(**'default'**, ['clean', 'min', 'watch']);

#### Set Up Babel

Switch back over to your command-line and type:

notepad .babelrc

in your notepad type

{

"presets": [ "es2015" ]

}

Save the file .babelrc

### Test

Under the root of your project create a folder wwwroot

Under wwwroot create a folder js

Under the folder js create a file site.js

Open the file site.js and type

"use strict"

class Person {

constructor(name, surname) {

this.name = name;

this.surname = surname;

}

sayHi() {

console.log(`Hi my name is ${this.name} ${this.surname}!`);

}

}

Save the file site.js

Switch back over to your command-line and type:

gulp

You should now see a site.min.js with the following content:

"use strict";

var \_createClass = (function () { function defineProperties(target, props) { for (var i = 0; i < props.length; i++) { var descriptor = props[i]; descriptor.enumerable = descriptor.enumerable || false; descriptor.configurable = true; if ("value" in descriptor) descriptor.writable = true; Object.defineProperty(target, descriptor.key, descriptor); } } return function (Constructor, protoProps, staticProps) { if (protoProps) defineProperties(Constructor.prototype, protoProps); if (staticProps) defineProperties(Constructor, staticProps); return Constructor; }; })();

function \_classCallCheck(instance, Constructor) { if (!(instance instanceof Constructor)) { throw new TypeError("Cannot call a class as a function"); } }

var Person = (function () {

function Person(name, surname) {

\_classCallCheck(this, Person);

this.name = name;

this.surname = surname;

}

\_createClass(Person, [{

key: "sayHi",

value: function sayHi() {

console.log("Hi my name is " + this.name + " " + this.surname + "!");

}

}]);

return Person;

})();

## If you have Visual Studio 2015 Update 1 – Install Babel and configure Gulp

## Create an ASP.NET 5 project

Open Visual Studio 2015 Update 1

Click on New Project

Select Web – Asp.NET Web Application

Under ASP.NET 5 Templates , select Web Application

Click on “Change Authentication” and select “No Authentication”

Uncheck “Host In The Cloud”

Click On Ok

## Install Babel

In the Solution Explorer, open Dependencies

Right click npm and select “open package.json”

Under devDependencies add:

"gulp-babel": "^6.1.2",

"gulp-dest": "^0.2.3",

"babel-core": "^6.4.5",

"babel-polyfill": "^6.3.14",

"babel-preset-es2015": "^6.3.13"

#### *Configure Gulp*

In the Solution Explorer, open gulpfile.js

Replace the content of your gulpfile.js with

/// <binding Clean='**clean**' />

"use strict";

var gulp = require("**gulp**"),

rimraf = require("**rimraf**"),

dest = require('**gulp-dest**'),

babel = require("**gulp-babel**");

var paths = {

webroot: "**./wwwroot/**"

};

paths.js = paths.webroot + "**js/\*\*/\*.js**";

paths.minJs = paths.webroot + "**js/\*\*/\*.min.js**";

gulp.task("**clean**", function (cb) {

rimraf(paths.minJs, cb);

});

gulp.task("**min**", function () {

return gulp.src([paths.js, "**!**" + paths.minJs], { base: "**.**" })

.pipe(babel())

.pipe(dest('**.**', { ext: '**.min.js**' }))

.pipe(gulp.dest('**./**'));

});

## Configure babel

In the Solution Explorer, in the root folder of your project, right click Add -> new item

Select -> Client side -> JSON File

Name the file .babelrc

Replace the content of the file with

{

"presets": [ "es2015" ]

}

## Test

In the Solution Explorer, open wwwroot/js/site.js

Type

"use strict"

class Person {

constructor(name, surname) {

this.name = name;

this.surname = surname;

}

sayHi() {

console.log(`Hi my name is ${this.name} ${this.surname}!`);

}

}

Click on the Menu View -> Other Windows -> Task Runner Explorer

Under Tasks double click on min

In the Solution Explorer you should now see a wwwroot/js/site.min.js with the following content

"use strict";

var \_createClass = (function () { function defineProperties(target, props) { for (var i = 0; i < props.length; i++) { var descriptor = props[i]; descriptor.enumerable = descriptor.enumerable || false; descriptor.configurable = true; if ("value" in descriptor) descriptor.writable = true; Object.defineProperty(target, descriptor.key, descriptor); } } return function (Constructor, protoProps, staticProps) { if (protoProps) defineProperties(Constructor.prototype, protoProps); if (staticProps) defineProperties(Constructor, staticProps); return Constructor; }; })();

function \_classCallCheck(instance, Constructor) { if (!(instance instanceof Constructor)) { throw new TypeError("Cannot call a class as a function"); } }

var Person = (function () {

function Person(name, surname) {

\_classCallCheck(this, Person);

this.name = name;

this.surname = surname;

}

\_createClass(Person, [{

key: "sayHi",

value: function sayHi() {

console.log("Hi my name is " + this.name + " " + this.surname + "!");

}

}]);

return Person;

})();

# Lab 2 – Let and closures

* Create an HTML page with 4 buttons with id
  + button1, button2, button3, button4
* Write a loop from 1 to 4 that
  + finds a button(i)
  + Adds to the click event a listener function than logs on the console “You clicked on Button “ + i
* Use the var keyword to declare the counter for the loop
  + What happens when you click the buttons? Why?
* Fix it using the let keyword

# Lab 3 – Strings

* Create an array with at least 10 surnames, such as

"Jansen",

"De Vries",

"Van den Berg",

"Van Dijk",

"Bakker",

"Janssen",

"Visser",

"Smit",

"Meijer",

"De Boer",

"Mulder",

"De Groot",

"Bos",

"Vos",

"Peters",

"Hendriks",

"Van Leeuwen",

"Dekker",

"Brouwer",

"De Wit",

"Dijkstra",

"Smits",

"De Graaf",

"Van der Meer"

* Log to the console only the surnames starting with an A, in the following form

[surname] found on position [p]  
replacing [surname] and [p] with actual values

* Use new string methods and the string literals

# Lab 4 – functions

Write a function with an arbitrary number of parameters:

function sum(/\*arbitrary number of parameters\*/)

// returns the sum of all parameters

Write a function with an optional parameter:

function sayHello(/\*optional: name\*/)

// writes ‘Hello you’ to the console,

// or ‘Hello <name>’ if a name is provided

Rewrite them using arrow functions.

# Lab 5 – objects

Write a CreateCustomer function that accepts the following parameters:

CreateCustomer(id, name, city)

The functions returns an object that has the following properties:

id, name, city, nrOfUnpaidBills

and the methods:

buyStuff(), payBill()

When a Customer is created, the nrOfUnpaidBills equals 0. Each time buyStuff() is called, the nrOfUnpaidBills is increased by 1, and each time payBill() is called, the nrOfUnpaidBills is decreased by 1.

Add a method

badPayer(int n)  
that returns true, if the nrOfUnpaidBills is n or more

and returns false, otherwise.

Override the toString() method for Customer objects. It should return id, name, and city, formatted like:  
 "(id) name - city"

# Lab 6 – Destructuring

## Exercise 1

You receive from your server an object with the following data:

course = {

title: 'ES2015 and 2016',

description: 'New features of ES2015 and 2016',

editions: [

{

trainer: 'Matt Smith',

dates: {

start: '01/01/2016',

end : '05/01/2016'

},

location: {

address1: 'One Way Street',

city : 'New York'

}

},

{

dates: {

start: '03/05/2016',

end: '08/05/2016'

},

location: {

address1: 'Two Blocks Road',

address2: '1234 AB',

city: 'Las Vegas'

}

},

{

trainer: 'John Doe',

dates: {

start: '10/10/2016',

end : '15/10/2016'

},

location: {

address1: 'One Way Street',

city : 'New York'

}

},

]

};

Write a function firstEdition() that uses destructuring to extract the data of the first edition.

Return an object with the following structure:

{title, trainer, startDate, city}

Insert the value “TBD” into the trainer, should that not be present.

Invoke the function and save the trainer and city properties of the returned object into two variables t and c, using destructuring.

Print the values to the console.

## Exercise 2

Write a function addEdition accepting 5 parameters: title, trainer, startDate, duration, city.

The title argument must always be the first.

The other four arguments may or may not be passed, in any possible order.

The trainer parameter should have a “TBD” default value, unless otherwise specified by the caller.

The startDate parameter should have a current Date default value, unless otherwise specified by the caller.

The duration parameter should have a 5 default value, unless otherwise specified by the caller.

The city parameter should have a “TBD” default value, unless otherwise specified by the caller.

The function should log the values of the 5 parameters to the console.

Invoke the function without any argument.

Invoke the function with a the following arguments:

* title : “Course 1”
* trainer: “John”
* startDate : 1st of April 2016
* duration: 3
* city: “Ney York”

Invoke the function the following arguments:

* title : “Course 2”
* startDate : 1st of April 2016

Invoke the function the following argument:

* title : “Course 3”

# Lab 7 - Symbols

With the help of the Symbol.toPrimitive property (used as a function value), an object can be converted to a primitive value. The function is called with a string argument hint, which specifies the preferred type of the result primitive value. The hint argument can be one of "number", "string", and "default".

Create an empty object obj1.

Convert obj1 to a number using the unary plus (+) operator. Log the result to the console.

Log to the console the value of obj1 using a string literal.

Compare obj1 with 0 using the == operator. Log the result to the console.

Create an object obj2.

Override the Symbol.toPrimitive function to return:

10 if the hint is “number”

“hello” if hint is “string”

true otherwise

Convert obj2 to a number using the unary plus (+) operator. Log the result to the console.

Log to the console the value of obj2 using a string literal.

Compare obj2 with 0 using the == operator. Log the result to the console.

WARNING: do not transpile the script using Babel, since it does not support Symbol.toPrimitive. Use Chrome,Firefox or Edge instead to test the JavaScript 6 syntax.

# Lab 8 - Maps

You receive the following array from your server:

[{

email: "user1@gmail.com",

name: "User1",

address: "Street 1"

}, {

email: "user2@hotmail.com",

name: "User2",

address: "Street 2"

}, {

email: "user3@yahoo.com",

name: "User3",

address: "Street 3"

}, {

email: "user4@outlook.com",

name: "User4",

address: "Street 4"

}]

You want to be able to find a user via email and in order to do that you decide to use a Map.

* Initialize a **users** variable with the result of an immediately invoked arrow function expression that creates a new Map. Fill the Map with the array items and use the email property as key.
* Log the Map entries to the console
  + Use a for – of loop to loop through the Map entries
  + Use Array destructuring to retrieve the key and the value
  + Use string literals to concatenate the key and the value

You want to customize the output string used by the string literal of a user object. In order to do this you decide to fill the map with objects that override the Symbol.toPrimitive method instead of the original array items.

* Create a function createUser accepting an object with three properties email, name, address.
  + Use parameter destructuring to put the arguments values into three parameters email, name, address
  + Return a new object, using:
    - the property initializer shorthand for the three properties email, name and address
    - the concise method syntax to override the Symbol.toPrimitive method
* Modify the immediately invoked arrow function expression you defined in the previous exercise by filling the Map with the results of the invocation of the createUser method
* Log to the console the value of the Map entry associated with the user2@hotmail.com key

# Lab 9 – Iterators and generators

A Customer has an id, a name, a city and set of bills, divided in two piles: the paid ones and the unpaid ones.

When the customer gets a new bill, the bill goes to the unpaid pile.

When the customer pays a bill, the bill gets transferred to the unpaid pile.

Each bill has a unique identifier and an amount to be paid.

You have to be able to use your application like this:

let c1 = createCustomer(1,"Mario","Roma");

c1.bills.add({number: "ab123", amount : 123});

c1.bills.add({number: "cd456", amount : 456});

c1.bills.add({number: "ef789", amount : 789});

c1.bills.add({number: "gh012", amount : 128});

c1.bills.add({number: "ij386", amount : 946});

console.log("\*\*\*\*\*\*\*\*\*unpaid\*\*\*\*\*\*\*\*\*\*\*");

for(let b of c1.bills.unpaid()){

console.log(b.number, b.amount);

}

c1.bills.pay("ef789");

c1.bills.pay("cd456");

console.log("\*\*\*\*\*\*\*\*\*unpaid\*\*\*\*\*\*\*\*\*\*\*");

for(let b of c1.bills.unpaid()){

console.log(b.number, b.amount);

}

console.log("\*\*\*\*\*\*\*\*\*paid\*\*\*\*\*\*\*\*\*\*\*");

for(let b of c1.bills.paid()){

console.log(b.number, b.amount);

}

NOTE: You will need the polyfill.js file from a Babel polyfill installation. The easiest way to get this is to run npm install babel-polyfill (you already did this during lab1), then copy the polyfill.js file from the dist directory in the installed module.

Once you have polyfill.js, include it in your page via a script tag. In order for the polyfill to work, it must be included before any compiled ES2015 code from Babel.

# Lab 10 - Classes

Design a javascript application with the following structure

**![](data:image/png;base64,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)**

Phone:

* It has a model, a name and an App Drawer.
* Its constructor initializes the instance by
  + creating a new instance of an AppDrawer
  + Adding an instance of a Calculator and an instance of an AddressBook to its AppDrawer

AppDrawer:

* It has a collection of Apps
* It has a method to add an App   
  The method should check if the item type is App and if not it should throw an error.
* It can be iterated.
* It has a read only property that returns the Calculator instance
* It has a read only property that returns the AddressBook instance

App:

* It is an abstract class   
  It should throw an error if directly instantiated.
* It has a name property
* It has a start method.   
  The method should log the name of the app to the console.
* The constructor should accept a name and it should initialize the name property.

Calculator:

* It is an App.
* It initializes itself with a “Calculator” name, passing it to the constructor of its base class.
* It has four methods: Add, Subtract, Multiply and Divide.  
  These four methods accept a variable list of numbers and return the result of the corresponding operation performed on the parameters.

AddressBook:

* It is an App.
* It has a collection of Contact
* It has a method to add a Contact  
  The method should throw an error if the item to add is not a contact
* It is iterable
* It has an iterable method “where” that accepts function parameter
  + The function should accept a Contact and return a Boolean
  + The Boolean should be true if the Contact has to be returned by the where method

For each contact, the where method should

* invoke the function passing the Contact as an argument
* yield the Contact if the function returns true.

Contact:

* It has a name
* It has a surname
* It has a phone number

Write a Javascript application that:

* Creates an instance of a Phone
* Adds 4 contacts to the address book of the phone
* Logs to the console all the contacts of the address book
* Logs to the console the contacts whose phone number includes a “06”
* Invokes the add method of the calculator app of the phone and logs the result to the console

NOTE: You will need the polyfill.js file from a Babel polyfill installation. The easiest way to get this is to run npm install babel-polyfill (you already did this during lab1), then copy the polyfill.js file from the dist directory in the installed module (you did this during lab 09).

Once you have polyfill.js, include it in your page via a script tag. In order for the polyfill to work, it must be included before any compiled ES2015 code from Babel.

# Lab 11 – Promises

Your server hosts a set of files. The first file contains the title of a story and the urls of all the chapters, in a json format. The other files contain the title and the content of each chapter of the story.

You want to:

* Indicate that your page is loading the story
* Fetch the JSON file for the story
* Add title of the story to the page
* Start fetching each chapter as fast as possible (in parallel instead of sequentially)
* Add each chapter of the story to the page as fast as possible, sequentially in the correct order (you don’t want chapter 3 to be shown before chapter 2)
* Indicate that the loading is finished

The file of the story has the following format:

{

"title": "Welcome to Promiseland",

"chapterUrls": [

"./Foreword.json",

"./Introduction.json",

"./Chapter1.json",

"./Chapter2.json",

"./Chapter3.json"

]

}

The other files have the following format:

{

"title": "chapter 1",

"content": "Once upon a time, a promise was made."

}

Note:

* If you use Chrome, FireFox or Edge you don’t need to Babelify your code.
* If you want to use async / await, you need to use Babel with babel-polyfill and the stage-3 preset

# Lab 12 – Proxies

## Data Validation

Given the following target structure

const target = {

name: "John",

surname: "Doe",

address: "One Way Street 1",

age: 40

}

Create a Proxy object enforcing the following validation rules:

The name and surname properties should always be of type string, with a maximum length of 50 characters.

When setting a value longer than 50 characters, truncate it to the first 50 letters.

The age property should always be of type number, with a value between 0 and 200.

When setting an out of range value, silently fail.

NOTE: You should not use Babel to transpile your code, since Babel does not support Proxies. Test your code with Google Chrome, Firefox or Microsoft Edge.

# Lab 12 – Modules

## Set Up WebPack

### Install the node packages

#### If you’re using node and not Visual Studio 2015

On the command line, make sure you are in the project root directory and install the babel-loader and webpack modules:

npm install babel-loader webpack webpack-stream gulp-webpack-build --save-dev

#### If you’re using Visual Studio 2015

In the Solution Explorer, go to your Project, then open the Dependencies node and right click on npm, then select Open package.json.

Add the following entries to devDependencies section

"babel-loader": "^6.2.1",

"gulp-webpack-build": "^0.13.1",

"webpack": "^2.0.5-beta",

"webpack-stream": "^3.1.0",

### Configure WebPack to work with Babel

In your project root directory, create a new file named webpack.config.js defined as follows:

var path = require('path');

var webpack = require('webpack');

module.exports = {

entry: {

lab02: ['./wwwroot/js/lab02.js'],

lab03: ['./wwwroot/js/lab03.js'],

lab04: ['./wwwroot/js/lab04.js'],

lab05: ['./wwwroot/js/lab05.js'],

lab06\_01: ['./wwwroot/js/lab06\_01.js'],

lab06\_02: ['./wwwroot/js/lab06\_02.js'],

lab07: ['./wwwroot/js/lab07.js'],

lab08: ['./wwwroot/js/lab08.js'],

lab09: ['babel-polyfill', './wwwroot/js/lab09.js'],

lab10: ['babel-polyfill', './wwwroot/js/lab10.js'],

lab11: ['babel-polyfill', './wwwroot/js/lab11.js'],

lab13: ['babel-polyfill', './wwwroot/js/lab13.js']

},

output: {

path: path.resolve(\_\_dirname, './wwwroot/js'),

filename: '[name].bundle.js'

},

module: {

loaders: [

{

test: /\.js$/,

loader: 'babel-loader'

}

]

},

stats: {

colors: true

}

, devtool: 'source-map'

};

### Configure Gulp to work with Babel

Open your gulpfile.js

Replace all its content with

"use strict";

var gulp = require("gulp"),

rimraf = require("rimraf"),

webpackConfig = require("./webpack.config.js"),

gulpWebpack = require('webpack-stream'),

webpack = require('webpack');

var paths = {

webroot: "./wwwroot/"

};

paths.js = paths.webroot + "js/\*\*/\*.js";

paths.bundleJs = paths.webroot + "{js/\*\*/\*.min.js,js/\*\*/\*.bundle.js,js/\*\*/\*.bundle.js.map}";

gulp.task(**"clean"**, function (cb) {

rimraf(paths.bundleJs, cb);

});

gulp.task(**'webpack'**, [], function () {

return gulp.src('./wwwroot/js/lab12.js')

.pipe(gulpWebpack(webpackConfig, webpack))

.pipe(gulp.dest('./wwwroot/js'));

});

gulp.task(**'default'**, ['clean', 'webpack', 'watch']);

## Split your code into modules

Copy the code of the lab about classes.

Split it into different modules, one per each class plus one for the main application.

Import the modules where necessary.

Make sure that webpack creates a bundle starting from your main application.

Create an html page referencing the bundle.

NOTE: If you have not completed the labs about classes, use the following code as a starting point.

'use strict';

class App {

constructor(name) {

if (new.target === App)

throw new Error("This class cannot be instantiated.")

this.name = name;

}

start() {

console.log(`\*\*\*\*\*\*${this.name}\*\*\*\*\*\*`);

}

}

class AppDrawer {

constructor(){

this.apps = [];

}

addApp(app){

if(app instanceof App)

this.apps.push(app);

else

throw new Error("Cannot add item other than an App");

}

\*[Symbol.iterator](){

yield\* this.apps;

}

get addressBook(){

for (let app of this.apps) {

if(app instanceof AddressBook)

return app;

}

}

get calculator(){

for (let app of this.apps) {

if(app instanceof Calculator)

return app;

}

}

}

class Phone {

constructor(brand, model){

this.brand = brand;

this.model = model;

this.appDrawer = new AppDrawer();

this.appDrawer.addApp(new AddressBook());

this.appDrawer.addApp(new Calculator());

}

}

class Contact {

constructor(name, surname, phoneNumber) {

this.name = name;

this.surname = surname;

this.phoneNumber = phoneNumber;

}

}

class AddressBook extends App {

constructor() {

super("Address Book");

this.\_contacts = [];

}

start() {

super.start();

}

addContact(contact) {

if(contact instanceof Contact)

this.\_contacts.push(contact);

else

throw new Error("Cannot add item other than a Contact");

}

\*where(predicate) {

for(let contact of this.\_contacts){

if(predicate(contact)){

yield contact;

}

}

}

\*[Symbol.iterator](){

yield\* this.\_contacts;

}

}

class Calculator extends App{

constructor(){

super("Calculator");

}

add(...numbers){

let result = 0;

for(let n of numbers){

result +=n;

}

return result;

}

subtract(...numbers){

let result = 0;

for(let n of numbers){

result -=n;

}

return result;

}

multiply(...numbers){

let result = 1;

for(let n of numbers){

result \*=n;

}

return result;

}

divide(...numbers){

let result = 1;

for(let n of numbers){

result /=n;

}

return result;

}

}

let p1 = new Phone("Samsung", "Galaxy S5");

let ab = p1.appDrawer.addressBook;

ab.addContact(new Contact("Andrea", "Anderson", "06123456"));

ab.addContact(new Contact("Bob", "Builders", "018258392"));

ab.addContact(new Contact("Candice", "Clarkson", "0657890"));

ab.addContact(new Contact("David", "Danielson", "012356380"));

console.log("\*\*\*\*\*\*\*\*\*\*\*all contacts\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

for(let c of ab){

console.log(c);

}

console.log("\*\*\*\*\*\*\*\*\*\*\*phone numbers including 06\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

for(let c of ab.where(contact => contact.phoneNumber.includes("06"))){

console.log(c);

}

let calc = p1.appDrawer.calculator;

console.log(calc.add(1,2,3,4,5,6,7,8,9,10));

console.log(calc.multiply(1,2,3,4,5));